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Abstract—Requirements review involves a team of reviewers, who will go through the requirements in an attempt to find any requirements issues. The checklist-based technique is the most typically adopted method during requirements reviews. Due to the inconsistency and inefficiency of manual requirements review procedures, requirement engineers often find it challenging to effectively and productively review requirements. By streamlining the process with automated processes, collaborative features, and clear traceability, the web-based solution increases productivity, accuracy, and transparency of review. This innovative solution solves the shortcomings of manual procedures, paving the way for more fruitful software development endeavours. The software project was planned and managed using the Model-View-Controller (MVC) architecture framework and adopted an iterative prototyping methodology. The implementation of the project is using Laravel framework by utilizing PHP, JavaScript, HTML, CSS, Bootstrap, and MySQL.
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I. INTRODUCTION

Requirements engineering (RE) is a critical phase in software development that focuses on understanding, documenting, and managing the needs and expectations of stakeholders. RE activities contribute to ensuring the success of software development projects by establishing a clear and shared understanding of what the software should do and how it should behave. The RE process focuses on the production and refinement of a software requirements specification (SRS) or system-specific group of requirements [1].

The impact of RE in software development has been stated in many literatures including in [2]. Many researchers have proposed quite a number of RE methods from different perspectives including goal-based, model-based, scenario-based, and value-based RE methods to achieve quality requirements and reduce development efforts to ensure the success of projects [3].

The majority of RE approaches generally involve five primary activities that are elicitation, analysis and negotiations, documentation, validation, and (5) management [4]. IEEE Standard for Software Review and Audit lists five requirements validation techniques i.e. management review, technical review, inspection, walkthrough, and audit. During the requirements review process, the stakeholders examine the requirements, look for any problems, compile and discuss the problems, and decide on a course of action to fix the problems [5]. The purpose of a technical review is for an expert group of individuals to assess a software product to determine its fitness for its intended use and identify any deviations from standards and specifications. The review is not only specific to RE phase, but it can be applicable to any stage of the software development life cycle, such as design, and implementation. For example, in a design review, the reviewers review the design documents and look for any potential issues.

A review process is also considered as a learning and sharing knowledge instead of focusing on the main objective of the review process, which is finding faults [7]. Nonetheless, the challenges of achieving good validation and verification quality is addressed by practices to ensure clear and agreed requirements [6]. The conventional method of conducting requirements review sessions has shortcomings, notwithstanding the significance of requirements reviews. It could require a lot of time and effort for the organizer to manually schedule time and confirm each reviewer’s availability. The availability of each reviewer could also change as a result of other commitments.

In addition, the conventional requirements review process is often difficult to manage and track, especially when dealing with large and complex requirements documents, time-consuming and prone to inconsistencies [7], which can lead to errors and delays in the development process. Conventional manual reviews are often plagued by inefficiencies, inconsistencies, and
limitations in collaboration, leading to project delays, inflated costs, and compromised software quality.

In the ever-evolving landscape of software development, rigorous and efficient requirements review play a critical role in ensuring project success. Recognizing these shortcomings in the conventional requirements review process, this project embarks on a mission to develop a web-based system specifically designed to automate the requirements review process by implementing the following goal: To develop a web-based system to streamline the requirements review process by leveraging web technologies to establish an efficient and user-friendly platform that enhances the overall workflow of environment. This collaborative enhancement has the potential to reduce miscommunications, improve decision-making, and align the entire team towards a unified vision, thereby expediting the entire software development lifecycle requirements validation.

Collaborative Requirements Review Tool (Collaborev), is a project that revolves around enhancing existing web-based tools that are used in the requirements review process. The motivation of this project started with work in [8], and the enhancement of the work had been conducted and published in [7], [9]. However, Collaborev is not a mere enhancement but an entirely built from scratch from those initial ideas. The project commenced with extensive research, including a literature review and comparative analysis of existing requirements review tools.

This system is strategically engineered to streamline collaboration among document authors, review leaders, and reviewers. With a user-centric interface and a focus on checklist-based reading techniques, Collaborev aims to transcend the limitations of the conventional requirements review process by addressing the following objectives:

1. To develop a web-based system to streamline the requirements review process by leveraging web technologies.
2. To implement customized checklist-based reading technique.
3. To facilitate collaboration between authors, reviewers, and review leaders through a shared platform to enhance teamwork, fostering a more efficient and interconnected review environment.
4. To generate detailed reports summarizing review findings, decisions, and changes.
5. To improve the efficiency and accuracy of requirements review.
6. To evaluate the tool to ensure that the requirements and objectives of the project are met.

This collaborative enhancement has the potential to reduce miscommunications, improve decision-making, and thereby expediting the entire software development lifecycle requirements validation. Meanwhile, the consistent and thorough reviews enhance the reliability of the review process, addressing potential oversights and promoting a comprehensive evaluation of requirements.

Within the requirements engineering (RE) context, Collaborev is significant in many ways and has an enormous effect on how the discipline develops. With conventional requirements review processes being laborious and prone to human mistakes, review teams using labor-intensive approaches run the risk of misinterpreting or accidentally omitting important elements. This project aims to alleviate this significant challenge. The goal of Collaborev to reduce human error and increasing software product quality during this crucial stage of development can be achieved by implementing an organized web-based system. This effectiveness decreases rework during later phases of development and increases customer satisfaction by guaranteeing that the final products more closely align with stakeholder needs while also saving significant time [1].

Furthermore, Collaborev serves as a catalyst for improving collaboration between the various parties being involved in the requirements review process. A collaborative environment may be established more easily due to the platform’s straightforward user interface and clearly defined roles between document authors, review leaders, and the reviewers. This collaborative improvement can facilitate better decision-making, help to recognize and resolve misunderstandings, and streamline the team as a whole in the direction of a focused, cohesive goal that will substantially shorten the software development life cycle.

Improved requirements validation methods could lead to better software quality, which would benefit customers, end users, and product owners. They would also find it beneficial to have a thorough evaluation report so they could assess the requirements’ quality and take the necessary measures.

Lastly, Collaborev is relevant not only because it can revolutionize requirements review process but also because it could promote technological innovation, efficiency, and collaboration in software engineering (SE), which will eventually lead to simplified procedures. Stakeholders such as product owners, clients, and end-users could benefit from the improved quality of the software resulting from the more efficient and effective requirements validation process. They could also benefit from the comprehensive review report and visualization features that would allow them to better understand the quality of the requirements and take appropriate action to address issues.
In the long run, Collaborev's significance lies in its potential to reshape the requirements review process, improve efficiency and collaboration, and utilize technological innovation within SE while laying the groundwork for more streamlined and effective RE practices in the future.

II. REVIEW OF PREVIOUS WORK

An investigation on previous work and existing similar tools was conducted to analyze the relevant features for the tool enhancement.

A. eReview

eReview [7], [10] is a web-based tool for requirements review, which serves as the foundation for this project. See Fig. 1. The significant strength of eReview is that it provides the option to apply a combination of two reading techniques i.e. the checklist-based and perspective-based techniques. This feature grants reviewers the flexibility to select the technique that best suits their preferences and requirements. Additionally, eReview also supports collaborative review of Software Requirements Specifications (SRS).

Fig. 1 eReview [7],[10]

Furthermore, a major drawback is the lack of a function that lets users monitor the progress of the documents they have evaluated. Users need this functionality to stay updated about the status of their reviews and to track the progress of their work. Users would have the required visibility and control over their review process if this feature were implemented.

B. Automated Requirements Measurement (ARM) tool

The ARM tool evaluates natural language requirements (NLR) during the early software development life cycle. It was created by the National Aeronautics and Space Administration (NASA) Software Assurance Technology Center (SATC) but has been improved in 2014 [1]. The tool searches for each of the quality primitives in the requirements document that was established by SATC that are completeness, correctness, ranked, unambiguous, consistent, customizable, traceable, and verifiable. In [14], the authors stated that the implementation of automation tool in requirements defects detection is scarce and many still rely on manual way of conducting reviews. However, these automated tools rely on the automation by the tool itself rather than being built to complement the requirements review activity, and requirements reading techniques.

B. Innoslate

The subsequent work to be investigated is Innoslate [11]. Innoslate is a robust system engineering and modelling tool encompassing a spectrum of features. While its primary focus lies in systems engineering and modelling, it doubles as collaborative requirements review tool. Its strengths include comprehensive functionality, offering an all-in-one solution for complex system development projects. Innoslate fosters collaboration through a shared platform, enabling real-time teamwork and communication within the development team. The system further provides features for generating reports and documentation, facilitating review and approval processes. See Fig. 2.

Fig. 2 Innoslate [11]

Particularly, Innoslate supports the development of visual models for system architectural procedures and requirements and is in line with Model-Based Systems Engineering (MBSE) [5]. This facilitates the analysis and comprehension of system complexity. Additionally, it helps with impact analysis and traceability, allowing users to monitor and record the connections between various system components and evaluate the effects of system component modifications. This approach does, however, have a number of shortcomings. The high learning curve is the first flaw. For new users, Innoslate may have a steep learning curve because of its extensive features. It takes a
lot of time and work to completely comprehend and utilize the tool’s possibilities.

The restriction on personalization is the second flaw. Although Innoslate has comprehensive requirements management features, there can be restrictions on how much it can be customized. Due to potential limitations or unavailability of some customization options, users may encounter difficulties tailoring the application to their unique requirements or workflows.

C. Helix ALM

The product under consideration is Helix application lifecycle management (ALM), a comprehensive system that aids teams in overseeing and controlling the whole software development process [12]. As part of the analysis, the characteristics and requirements of this system have been observed. Helix ALM offers collaborative tools that support requirements review and team member cooperation. These components ensure that individuals involved can contribute feedback, approvals, and comments at every level of the requirements review cycle, in an effort to improve the requirements review process.

Helix ALM has metrics and reporting capabilities that give its users insight into the review procedure. It can provide reports that highlight open issues, pinpoint delays, and summarize the review status. Project managers and other stakeholders can monitor progress and make wise decisions with the aid of these insights.

In conclusion, the analysis of the existing tools has revealed its strengths and weaknesses, offering valuable insights for the Collaborev project. In addition, the authors [13] also discussed the necessity of having tools to automate the process to detect requirements defects. By focusing on checklist-based technique, improving the user interface, implementing report generation functionality, and introducing a document tracking feature, Collaborev aims to enhance the review experience for all users. These enhancements will empower users to conduct more comprehensive reviews, streamline the documentation process, and facilitate effective collaboration.

III. METHODOLOGY

For this project, the prototyping process model was used as the project development methodology. As shown in Fig. 4, this approach involves continuous iteration of the prototype, allowing for incremental development and refinement. Through user feedback and testing at each iteration, stakeholders’ feedback can be sought to ensure that Collaborev aligns closely with users’ needs.

A. Requirements Engineering (RE) phase

At the beginning of the project, an extensive research and analysis were conducted. A literature review was carried out, and a comparison with other existing requirements review tools was performed. This provided valuable insights into the challenges faced during the requirements review process. By analyzing the gathered information, the project scope, features, and functionalities of the system, objectives, and improvements to offer were defined.

Fig. 4 Prototyping Process Model

A requirement statement describes what behaviour a system should exhibit, without providing how they should
be accomplished [1]. Hence, a simplified Software Requirements Specification (SRS) was prepared, focusing on the list of functional requirements (see Table I), and quality requirements.

In addition to the identified functional requirements, a set of quality requirements was also defined. Table II lists all the quality requirements that are relevant to the system, which includes security, performance and availability requirements.

### TABLE I

<table>
<thead>
<tr>
<th>No</th>
<th>Module name</th>
<th>No of functional requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Authentication module</td>
<td>5</td>
</tr>
<tr>
<td>2</td>
<td>Account module</td>
<td>2</td>
</tr>
<tr>
<td>3</td>
<td>Reviewer module</td>
<td>9</td>
</tr>
<tr>
<td>4</td>
<td>Document author module</td>
<td>6</td>
</tr>
<tr>
<td>5</td>
<td>Review leader module</td>
<td>7</td>
</tr>
<tr>
<td>6</td>
<td>User and project management module</td>
<td>3</td>
</tr>
<tr>
<td>7</td>
<td>Checklist management</td>
<td>3</td>
</tr>
<tr>
<td></td>
<td><strong>Total</strong></td>
<td><strong>32</strong></td>
</tr>
</tbody>
</table>

Security requirements cover the authentication, authorization, and access features. While performance requirements focus on the acceptance criteria for uploading and downloading SRS documents to be reviewed, and finally availability requirement addresses on ensuring the system is available for the stakeholders to perform their tasks.

### TABLE II

<table>
<thead>
<tr>
<th>No</th>
<th>Module name</th>
<th>No of quality requirements</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>Security requirements</td>
<td>4</td>
</tr>
<tr>
<td>2</td>
<td>Performance requirements</td>
<td>4</td>
</tr>
<tr>
<td>3</td>
<td>Availability requirements</td>
<td>1</td>
</tr>
<tr>
<td></td>
<td><strong>Total</strong></td>
<td><strong>9</strong></td>
</tr>
</tbody>
</table>

A use case diagram that depicts the actors and its interactions was created. Refer Fig. 5. In this diagram, four actors were defined i.e. reviewer, document author, review leader, and administrator. Reviewers are the main role in this project, who are responsible to provide the input to the requirements review for all the provided requirements for a particular project.

Document authors are those who provide the requirements to be reviewed. In addition, the review leader’s role is to manage the review process by assigning the respective reviewers, while the administrator’s role is to manage the use of the system from the perspectives of the users and projects.

The generic process flow for Collaborev was adopted from e-Review process flow. In general, all the flows were replicated from eReview process flow except that in this project only checklist-based reading was included.

The review process begins when the document author provides the requirements to be reviewed. A review leader will be assigned, and he will then select the review team members. Each of the reviewer will access the system to perform the review. After the review is completed, the review leader will generate the consolidated review feedback. The report will then be sent to the document author.

### B. Design Phase

During the design phase, the system architecture was created as the overview of the design process. Refer to B1 Architectural Design Subsection. The graphical user interface (GUI) design was created with Figma [14], providing the document authors, review leaders, administrators, and reviewers with straightforward interfaces. Refer to the B2 Subsection. Following that, a prototype was constructed based on the designed GUI. User feedback was used throughout the design process to improve and iterate GUI designs and a prototype.

In the design phase, a systematic approach was followed to create an efficient system. The collected requirements were analyzed, and algorithms were designed to perform specific tasks, ensuring accuracy and efficiency. The design of the system was focused on defining the overall architecture and components. Refer Sub-section B1 Architectural Design. The graphical user interfaces (GUI) was designed using Figma [14], ensuring it was intuitive and easy to navigate for the users, including the author, review leader, administrators, and reviewers. Refer Sub-section B2. A prototype was developed to replicate the GUI.
that has been designed. Throughout the design phase, the GUI designs and the prototype were iterated and refined based on users’ feedback.

1) Architectural Design: The Model-View-Controller (MVC) architecture is a common and widely adopted software design pattern used to build maintainable and scalable applications [15]. The adoption of the MVC framework played a crucial role in shaping the design to facilitate efficient data storage and retrieval. The emphasis was placed on establishing a seamless interaction between various system modules, ensuring a coherent and organized development approach that aligns with the MVC best practices.

The MVC fundamental features of application components, such as database access and transaction management, are included in the model component. It captures the system current state and applies the respective transformations to it. Usually, neither the view nor the controller is particularly known to the model. The state that the model represents is shown by the view. It controls how the system are displayed visually. In particular, the view does not contain any processing logic; its only role is to fetch items from the model. When the model’s state changes, the view ought to be informed. In addition, it has no knowledge of the controller. Finally, the user interaction with the model is managed by the controller. It oversees the processing of requests and the production of any elements that the view needs. Furthermore, based on the user needs, it transmits the user request to the view [16].

One of the primary results of the project was the meticulous integration of the MVC framework into Collaborev's system architecture as depicted in Fig. 6. In this phase, the system’s architecture was defined, including its overall structure, components, and the relational database model.

When there is a request from user, it routes the request to a controller, which interacts with the data model. This model returns the result back to the controller layer and the controller invokes the view layer. The view layer renders the result to be displayed to the user.

2) Graphical User Interface (GUI) Design: The reviewer dashboard, where all the review related details as well as the document author’s view when requirements are uploaded to the tool were set out. This follows with the review main content where the reviewers go through each requirement to look for any requirements errors. Subsequently, Finally, the report generation feature after the review process is completed.

3) Data/Class Design: To support the storage and management of data, the database model was designed, which later was used to define the tables, relationships, and attributes required for effective data handling. In Fig. 7, all the classes were designed based on the MVC architecture and all the interface(boundary), controller, and entity classes were included.

C. Implementation Phase

The project proceeded to the implementation phase following the completion of the design phase. The database was built using MySQL, where tables were created, relationships were defined, and the structure was optimized for efficient data storage and retrieval. The user interface was developed, translating the designs into implementation using PHP, HTML, Bootstrap and CSS.

The author dashboard is where the main information is displayed to the author such as information of the assigned review tasks, the status of the review whether it is in progress of completed, or not reviewed yet. The reviewer dashboard is the next where the requirements are displayed to the reviewer such as information of the assigned review tasks, the status of the review whether it is in progress of completed, or not reviewed yet. The system detects each of the requirements to be reviewed in the review.
The subsequent feature dwells on the feedback report generated after the review session ends. This report integrates all the review feedback from all the assigned reviewers to be used by the document owner.

FIG. 8 Review leader report

Fig. 8 demonstrates the status of the review from the review leader’s perspective. This report will be sent to the document author so that he would be able update the respective SRS document based on the review feedback.

Finally, a sample of the detailed outcome of the requirements review process is shown in Fig. 9. The review leader shall be able to generate the detailed review report in pdf or Excel format.

C. Testing Phase

The testing phase was crucial to ensuring the quality and reliability of the system. Test cases were drafted for functional testing to validate that the system satisfies the requirements, and system specifications. This involved creating test cases by specifying inputs, expected outcomes, and any specific conditions or constraints. Nonetheless, the testing effort was minimal during the project execution due to some technical issues during deployment process, and time constraint.

Table III lists a sample of test cases created for the project. During testing, these test cases were executed to ensure all the requirements were satisfied. If there is any error, those errors were fixed, and the relevant features were updated. This is to ensure that in the end all requirements have been tested.

IV. Result And Discussion

Overall, proper documentation was maintained, and effective collaboration within the team was ensured throughout the project execution. Feedback and user testing from professionals or experts were incorporated to iteratively refine designs and implementation, ensuring that the system met project goals and objectives. Based on the outcomes of the project, the scope and objectives were accomplished. The project’s main aim is to enhance the existing e-Review system [9] by incorporating additional features and functionalities. These include collaborative and simplified review capabilities, streamlined feedback consolidation, and automated review report generation. The target users of Collaborev are requirements reviewers, requirements review leaders, and authors of the requirements.

V. Conclusions

In summary, Collaborev’s development marks an important turning point in the field of software engineering, particularly for the requirements review procedure. The thorough design and architecture, together with the thoughtful integration of the MVC architecture and Laravel framework, highlight our dedication to building a reliable, effective, and user-friendly web-based system. Collaborev is tightly aligned with the changing needs of its stakeholders because to the iterative prototyping technique, which has enabled continual refinement based on insightful user input. By addressing the key issues with traditional requirements
review procedures, this project provided a solution that improved cooperation, increased overall software development lifecycle efficiency and accuracy, and streamlined communication. Collaborate demonstrates the effectiveness of implementing contemporary frameworks and techniques, paving the way for further advancement and development in software engineering processes going forward.

Future developments may concentrate on a comprehensive assessment, ongoing modifications, and improvements contingent upon practical implementation and evolving industry norms. It will be crucial to identify areas for enhancement and new features based on feedback and observations from users to increase its value. To make sure the system achieves the project’s goals and objectives, however, professional or RE specialists’ feedback and user testing will need to be added in the future.

In conclusion, Collaborate creates the foundation for a ground-breaking tool in RE. Future efforts will focus on enhancing the system’s real-world implementation, exploring state-of-the-art technologies for improvement, and tailoring the system to meet the intricate needs of diverse software development fields.
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